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Abstract: Misusing same code in same or similar code 

fragments has become a major issue to Software 

Community. Simarility in misuse of code raises where 

Plagiarizers can use different Obfuscation Techniques To 

Hide Stolen Code From Being Detected. Several Researches 

has been done but can’t handle Obfuscation Techniques. The 

Source Code Analysis cannot be implemented . Depending 

on the Observation some critical values replaced with 

Semantics-Preserving Techniques. So, A Novel Approach  

of  Dynamic Characterization of Executable Programs is 

flexible to control the Data Obfuscation Techniques. Using 

this technique, how the values can be extracted and 

dynamically changing during runtime helps to resolve issues 

in detecting Software Plagarism. A Prototype with A 

Dynamic Taint Analyzer Atop. A Generic Processor 

Emulator has been implemented. Value-Based Plagiarism 

Detection Method evaluates to verify Whether Two Code 

Fragments Belong To The Same Lineage.  Most of the 

Experimental Results have been proved that proposed 

technique like Value –Based Method is best suitable to 

detect software plagiarisms. 

 

Keywords: Software Plagiarism Detection, Dynamic Code 

Identification. 

I. INTRODUCTION 

Detecting duplicate codes  among various Programs  is 

very important issue in applications .It can degrade the 

performance in development and execution phase.  In  such 

situations ,Code Identification techniques such as Clone 

Detection  can  be used to identify and Refactor the duplicate 

Code Fragments to improve the Program. Various 

Programmers has been developing these kind of programs 

individually they do not embed any public domain code. 

Hence Duplicate code leads to Software Plagiarism Or Code 

Thef . In Code Theft Cases, Determining The Sameness Of 

Two Code Fragments Becomes Much More Difficult Since 

Plagiarizers Can Use Various Code Transformation 

Techniques Including Code Obfuscation Techniques To 

Hide Stolen Code From Detection [9], [10], [11]. In Order 

To Handle Such Cases, Code Characterization And 

Identification Techniques Must Be Able To Detect 

Semantically Equivalent Code (I.E., Two Code Fragments 

Belonging To The Same Lineage) Without Being Easily 

Circumvented By Code Transformation Techniques. 

Researching  are  highly insufficient in meeting the two 

Highly Desired Requirements: (R1) Resiliency to the 

Automated Semantics-Preserving Obfuscation Tools That 

Can Easily Transform Most Of The Syntactic Features Such 

As Strings [9], [12], [13], [14], [15]; And (R2) Ability To 

Directly Work On Binary Executables Of Suspected 

Programs Since, In Some Applications Such As Code Theft 

Cases, The Source Code Of Suspect Software Products 

Often Cannot Be Obtained Until Some Strong Evidences 

Have Been Collected. 

 

    The Existing Schemes Can Be Broken Down Into Four 

Classes To See Their Limitations With Respect To The 

Aforementioned Three Requirements: (C1) Static Source 

Code Comparison Methods [16], [17], [18], [19], [20], [21], 

[22], [23]; (C2) Static Executable Code Comparison 

Methods [24]; (C3) Dynamic Control Flow Based Methods 

[25]; (C4) Dynamic API Based Methods [26], [27], [28]. We 

May Briefly Summarize Their Limitations As Follows. First, 

Class C1, C2 And C3 Do Not Satisfy Requirement R1 

Because They Are Vulnerable To Semantics-Preserving 

Obfuscation Techniques Such As Outlining And Ordering 

Transformation. Second, C1 Does Not Meet R2 Because It 

Has To Access Source Code. Hence, deal with various above 

issues invented a Novel Approach for Dynamic 

Characterization Of Executable Programs. After We 

Examined Various Runtime Properties Of Executable 

Programs, We Found An Interesting Observation That Some 

Runtime Values (Or Computation Results Of Some Machine 

Instructions) Of A Program Are Hard To Be Replaced Or 

Eliminated By Semantics-Preserving Transformation 

Techniques Such As Optimization Techniques, Obfuscation 

Techniques, Different Compilers, Etc. We Call Such Values 

Core Values. Note Core Values Are Values Computed At 

Runtime From Program Execution, Not The Static Constants 

Embedded In The Executables Such As Strings, Which Can 

Be Easily Obfuscated. 

 

     To Investigate the Resilience of Core Values (To 

Semantics-Preserving Code Transformation), We Generated 

E1::5, Five Different Versions of Executable Files Of Test 

Program P Written In C, By Compiling P With Each Of The 

Five Optimization Switches Of GCC (-O0, -O1, -O2, -O3, 

And -Os). From Each Of E1::5 Given The Same Test 
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Input,We Extracted A Value Sequence, A Sequence Of 

Values (4- Bit, 8-Bit, 16-Bit, Or 32-Bit) Written As 

Computation Results Of Arithmetic Instructions And Bit-

Wise Instructions In The Execution Path. As A Way Of 

Retaining (In The Value Sequence) Only The Values 

Derived From Input, We Implemented A Dynamic Taint 

Analyzer.1 When We Analyzed The Value Sequences Of 

E1::5, We Found That Some Values Survived All Of The 

Five Optimization Switches. Moreover, The Sequence Of 

The Values Surviving All Of The Five Optimization 

Switches Was Enclosed Almost Perfectly By The Value 

Sequences Of Executables Generated By Compiling P With 

Different Compilers (We Tested Tiny C Compiler [29] And 

Open Watcom C Compiler [30]). This Indicates That Core-

Values Do Exist And We Can Use Them To Check Whether 

Two Code Fragments Belong To The Same Lineage. 

 

     In This Paper, We Show (1) How We Extract The Values 

Revealing Core-Values; And (2) How We Apply This 

Runtime Property To Solve Problems In Software Plagiarism 

Detection. We Have Implemented A Value Extractor With A 

Specific Dynamic Taint Analyzer And Value Refinement 

Techniques Atop A Generic Processor Emulator, As Part Of 

Our Value-Based Program Characterization Method. As A 

Machine Code Analyzer Which Directly Works On Binary 

Executables, Our Technique Satisfies R2. Regarding The 

Requirement R1, We Have Implemented A Value-Based 

Software Plagiarism Detection Method (Vapd) That Uses 

Similarity Measuring Algorithms Based On Sequences And 

Dependence Graphs Constructed From The Extracted 

Values. We Have Evaluated It Through A Set Of Real World 

Obfuscators Including Two Commercial Products, Zelix Pty 

Ltd.’S Klassmaster [15] And Semantic Designs Inc.’S 

Thicket [14]. Our Experimental Results Indicate That The 

Vapd Successfully Discriminated 34 Plagiarisms Obfuscated 

By Sandmark [12] (Totally 39 Obfuscators, But 5 Of Them 

Failed To Obfuscate Our Test Programs); Plagiarisms eavily 

Obfuscated By Klassmaster,2 Programs Obfuscated By The 

Thicket C Obfuscator, And Executables Obfuscated By 

Control Flow Flattening Implemented In The Loco/Diablo 

Link-Time Optimizer [13]. 

Contributions: In Summary, We Make The Following 

Contributions: 

1. We Present A Novel Code Characterization Method 

Based On Runtime Values. To Our Best Knowledge, 

Our Work Is The First One Exploring The Existence Of 

The Core-Values. 

2. By Exploiting Runtime Values That Can Hardly Be 

Changed Or Replaced, Our Code Characterization 

Technique Is Resilient To Various Control And Data 

Obfuscation Techniques. 

3. Our Plagiarism Detection Method (Vapd) Does Not 

Require Access to Source Code of Suspicious Programs, 

Thus It Could Greatly Reduce Plaintiff’s Risks Through 

Providing Strong Evidences Before Filing A Lawsuit 

Related To Intellectual Property. 

4. We Evaluate Vapd Through A Set Of Real World 

Programs.  

This Paper Is Organized As Follows. In The Next Section, 

We Briefly Discuss Related Works. In SectionIII, We 

Discuss The Existence Of Core-Values Implied By Our 

Experimental Results. In Section 4 And 5, We Evaluate Our 

Valuebased Code Characterization Method By Applying It 

To The Problems Of Software Plagiarism Detection. In 

Section 6, We Address Reordering Attacks And Evaluate 

Our Dependence Graph Based Method. Finally, The 

Limitations, Some Potential Counterattacks, And Future 

Work Are Discussed In Section 7. 

 

II. OVERVIEW OF EXISTING SYSTEMS 

  Methods for identifying the similarity in source code was 

created with String –Based algorithms used in finding 

Plagiarism of original Code. These Common section  

referred as Code replicas [5]. Finding replicas In Software 

Analysis has become a major issue. Most Of The Existing 

Approaches to Detect Plagiarism Employ Counting 

Heuristics Or String Matching Techniques To Measure 

Similarity In Source Code [1]. Source Code Can Be 

Represented As Graphs. Existing Graph Theory Algorithms 

Can Then Be Applied To Measure The Similarity Between 

Source Code Graphs [2]. There Are Methods Based On 

Program Dependency Graph (PDG) Which Cannot Detect 

Similarities If Semantics Preserving Transformation Is 

Applied On The Source Code. Birthmarks Based On 

Dynamic Analysis Can Also Be Used To Detect Plagiarism. 

Whole Program Path (WPP) Birthmarks Represent The 

Dynamic Control Flow Of A Program Are Robust To Some 

Control Flow Obfuscation, But Vulnerable To Semantics-

Preserving Transformations. There Are Variety Of Dynamic 

Birthmarks Based On System Call, Sequence Of API 

Function Call And Frequency Of API Function Call. They 

Are Also Vulnerable To Real Obfuscation Techniques [14]. 

Chanet Al [15] Proposed A Birthmark System For Javascript 

Programs Based On The Runtime Heap. The Heap Profiler 

Takes Multiple Snapshots Of The Javascript Program During 

Execution. The Graph Generator Generates Heap Graphs 

Containing Objects Created During Execution As Nodes. 

Plagiarism Is Detected From The Heap Graphs Of Genuine 

And Suspected Programs. 

 

III. PROPOSED APPROACH 

   We evaluate our proposed method through a set of real-

world automated obfuscators. Our experimental results show 

that the value-based method successfully discriminates 34 

plagiarisms obfuscated by SandMark, plagiarisms heavily 

obfuscated by KlassMaster, programs obfuscated by Thicket, 

and executables obfuscated by Loco/Diablo. Thus It Could 

Greatly Reduce Plaintiff’s Risks Through Providing Strong 

Evidences Before Filing A Lawsuit Related To Intellectual 

Property. 

IV. DESIGN 

    Software Theft Has Become A Very Serious Concern To 

Software Companies And Open Source Communities. In 

The Presence Of Automated Semantics-Preserving Code 

Transformation Tools, The Existing Code Characterization 

Techniques May Face An Impediment To Finding Sameness 
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Of Plagiarized Code And The Original. In This Section, We 

Discuss How We Apply Our Technique To Software 

Plagiarism Detection. Later, We Evaluate Our Method 

Against Such Code Obfuscation Tools In The Context Of 

Software Plagiarism Detection. Scope Of Our Work: We 

Consider The Following Types Of Software Plagiarisms In 

The Presence Of Automated Obfuscators: Whole-Program 

Plagiarism, Where The Plagiarizer Copies The Whole Or 

Majority Of The Plaintiff Program And Wraps It In A 

Modified Interface, And Corepart Plagiarism, Where The 

Plagiarizer Copies Only A Part Such As A Module Or An 

Engine Of The Plaintiff Program. Our Main Purpose Of 

Vapd Is To Develop A Practical Solution To Real-World 

Problems Of The Whole-Program Software Plagiarism 

Detection, In Which No Source Code Of The Suspect 

Program Is Available. Vapd Can Also Be A Useful Tool To 

Solve Many Partial Plagiarism Cases Where The Plaintiff 

Can Provide The Information About Which Part Of His 

Program Is Likely To Be Plagiarized. We Present 

Applicability Of Our Technique To Core-Part Plagiarism 

Detection In The Discussion Section. We Note That If The 

Plagiarized Code Is Very Small Or Functionally Trivial, 

Vapd Would Not Be An Appropriate Tool. 

 

V. RUNTIME VALUES 

    The Runtime Values Of A Program Are Defined As 

Values From The Output Operands Of The Machine 

Instructions Executed Programs; We Observed That Some 

Runtime Values Of A Program Could Not Be Changed 

Through Automated Semantics Preserving Transformation 

Techniques Such As Optimization, Obfuscation, Different 

Compilers, Etc. We Call Such Invariant Values Corevalues. 

Core-Values Of A Program Are Constructed From Runtime 

Values That Are Pivotal For The Program To Transform Its 

Input To Desired Output. We Can Practically Eliminate 

Noncore Values From The Runtime Values To Retain Core-

Values. To Identify Non-Core Values, We Leverage Taint 

Analysis And Easily Accessible Semantics-Preserving 

Transformation Techniques Such As Optimization 

Techniques Implemented In Compilers. Let Vp Be A 

Runtime Value Of Program P Taking I As Input, And F Be 

A Semantics-Preserving Transformation. Then, The Non-

Core Values Have The Following Properties: (1) If Vp Is 

Not Derived From I, Vp Is Not A Core-Value Of P; (2) If Vp 

Is Not In The Set Of Runtime Values Of F (P), Vp Is Not A 

Core-Value Of P. 

 

VI. EXTRACTION OF RUNTIME VALUES 

    Since Not All Values Associated With The Execution Of 

A Program Are Core-Values, We Establish The Following 

Requirements For A Value To Be Added Into A Value 

Sequence: The Value Should Be Output Of A Value-

Updating Instruction And Be Closely Related To The 

Program’s Semantics. Informally, A Computer Is A State 

Machine That Makes State Transition Based On Input And 

A Sequence Of Machine Instructions. After Every Single 

Execution Of A Machine Instruction, The State Is Updated 

With The Outcome Of The Instruction. Because The 

Sequence Of State Updates Reflects How The Program 

Computes, The Sequence Of State-Updating Values Is 

Closely Related To The Program’s Semantics. As Such, In 

Value Based Characterization, We Are Interested Only In 

The State Transitions Made By Value-Updating Instructions. 

More Formally, We Can Conceptualize The State-Update As 

The Change Of Data Stored In Devices Such As RAM And 

Registers After Each Instruction Is Performed, And We Call 

The Changed Data A Stateupdating Value. We Further 

Define A Value-Updating Instruction As A Machine 

Instruction That Does Not Always Preserve Input In Its 

Output. Being An Output Of A Value Updating Instruction 

Is A Sufficient Condition To Be A State Updating Value. 

Therefore, We Exclude Output Values Of Non-Value- 

Updating Instructions From A Value Sequence. In Our X86 

Implementation, The Valueupdating Instructions Are The 

Standard Mathematical Operations (Add, Sub, Etc.), The 

Logical Operators (And, Or, Etc.), Bit Shift Arithmetic And 

Logical (Shl, Shr, Etc.), And Rotate Operations (Ror, Rcl, 

Etc.). 

VII. CORE PART PLAGIARISM 

   Core-Part Plagiarism Is A Harder Problem. In Such Case, 

Only Some Part Of A Program Is Plagiarized. For Example, 

A Less Ethical Developer May Steal Code From Some Open 

Source Projects And Fit The Essential Module Into His 

Project With Obfuscation. Let IPM And ISM Be The Input 

To The Plagiarized Module And Suspect Module 

Respectively, And V(X) Be A Value Based Characteristic 

Such As A Value Sequence Extracted From X, A Program 

Or A Module. Memory Addresses Or Pointer Values Stored 

In Registers Or Memory Locations Are Transient. For 

Example, Some Binary Transformation Techniques Such As 

Word Alignment And Local Variable Reordering Can 

Change Pointers To Local Variables Or Offsets In Stack; 

And Heap Pointers May Not Be The Same Next Time The 

Program Is Executed Even With The Same Input. Therefore, 

We Do Not Include Pointer Values In A Refined Value 

Sequence. In Our VaPD Prototype, We Implement A Range 

Checking Based Heuristic To Detect Addresses. Our Test 

Bed Dynamically Monitors The Changes Of Memory Pages 

Allocated To The Program Being Analyzed, And It 

Maintains A List Of Ranges Of All The Allocated Pages 

With Write Permission Enabled. If A Runtime Value Is 

Found To Be Within The Ranges In The List, Vapd Discards 

The Value, Regarding The Value As An Address. Although 

This Heuristic May Also Delete Some Non-Pointer Values, 

It Can Remove Pointers To Stack And To Heap With No 

Exception. Address Removal Heuristic Is Applicable To 

Both Plaintiff And Suspect Programs.  

 

     Our Technique Bears The Following Limitations. First, 

Besides The Ability Of Extracting Value Sequences From 

The Entire Scope Of The Plaintiff Program, Vapd Provides 

The Partial Extraction Mode In Which It Can Extract Value 

Sequences From Only A Small Part Of The Program. Based 

On This, We Discuss About The Feasibility Of Applying 

Vapd To The Partial Plagiarism Detection Problems. 

However, We Have Not Yet Comprehensively Evaluated 
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This Issue With Real World Test Subjects. In Such Case, A 

More Efficient And Scalable Program Emulator Or Logger 

Other Than QEMU May Be Needed. Second, Vapd May Not 

Apply If The Program Implements A Very Simple 

Algorithm. In Such Cases, The Value Sequences Can Be 

Too Short, Which Increases Sensitivity To Noises. Our 

Metric Is More Likely To Cause False Positives When A 

Very Short Value Sequence Is Compared To A Much 

Longer One. Third, As A Detection System, There Exists A 

Trade-Off Between False Positives And False Negatives. 

The Detection Result Of Our Tool Depends On The 

Similarity Score Threshold. Unfortunately, Without Many 

Real-World Plagiarism Samples Which Are Often Not 

Available, We Are Unable To Show Concrete Results On 

Such False Rates. As Such, Rather Than Applying Our Tool 

To “Prove” Software Plagiarisms, In Practice One May Use 

It To Collect Initial Evidences Before Taking Further 

Investigations, Which Often Involve Nontechnical Actions. 

 

VIII. OUTPUT SCREENS 

 
Fig1. Home. 

 

 
Fig2. Login Page. 

 
Fig3. User booking details. 

 

 
Fig4. View book details. 

 

 
Fig5. Plagiarism detection. 
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Fig6. Finding the original. 

 

IX. CONCLUSION 

  The Code Analysis Applications with Code theft Detection 

is prior to the Obfuscation Resilient Code Characterization 

in order to detecting code theft.  In future work, along with 

an efficient runtime to support this approach. Results show 

that it can greatly improve the performance of Identifying 

Software Plagiarism Our Technique Is Resilient to Various 

Control and Data Obfuscation Techniques.  Hence Proposed 

Approach i.e. Value-Based Method is highly efficient for 

detecting the duplicate codes. 
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